HW: Mars Rover

# Overview

On February 18, 2021, we celebrated the landing of the latest Mars rover, *Perseverance*. The [*Perseverance* rover](https://en.wikipedia.org/wiki/Perseverance_(rover)) is a remarkable feat of science and engineering. Engineers must optimize every aspect of their design to accommodate strict requirements for space vehicles. In fact, due to reliability specifications, [*Perseverance* is powered by a 20 year old processor](https://bigthink.com/technology-innovation/perseverance-rover-brain)!

## A (hypothetical) New Rover

For this assignment, assume you are on a team of engineers working on a sophisticated chemical composition analysis system for a new Mars rover. This rover will have even more advanced automation and learning capabilities than previous ones, and the chemical analysis tool is a key part of its ability to study the martian surface.

The rover uses the [Simplified molecular-input line-entry system](https://en.wikipedia.org/wiki/Simplified_molecular-input_line-entry_system) (SMILES) to store and operate on chemical data. SMILES are string representations of 3 dimensional molecular structures, enabling computational software to model complex structures in a format that is easy to store and use.

Your team discovers that the program isn’t running correctly on the rover, and you’ve identified the problem is tied to memory. Specifically, the rover doesn’t have quite enough memory to load the full program. Rather than remove core functionality, you’ve discovered that just removing some library code frees up enough resources to make the program run.

| **Note**  This is a toy problem and doesn’t have much basis in reality. It’s true: space technology is heavily constrained for reliability purposes and SMILES is a useful string-based way to process chemical data, but the hypothetical scenario is made up for this assignment. |
| --- |

# Objective

**You must implement a custom MyString object that will mimic the standard C++ string object for certain functions**. To facilitate this, we have provided a sample “test” rover which is nothing more than some simple functions to call your MyString object. We will read a set of basic commands from a file to simulate the chemical composition tool. Note that you must not use the library string or vector classes since that would defeat the purpose of MyString. See [Allowed Includes](#_26in1rg) for more information.

By implementing your own MyString class, you will:

* Practice writing classes with dynamic memory
* Practice operator overloading
* Apply the Rule of Three

# Steps

1. Download the [Starter Code](https://drive.google.com/drive/folders/14oeER1wlSXlIqwgdGEoa7TS2hyExQUcQ?usp=sharing)
2. **Read** the provided main() in RoverTest.cpp and the simplified rover operations in Rover.h and Rover.cpp.
   1. **You should not change these files**.
   2. They call certain functions on your MyString object, testing the operations for the hypothetical chemical analysis software.
3. Note that there are two blank files: MyString.h and MyString.cpp.
   1. You will need to use these files to contain your MyString class (which you are to implement from scratch).
   2. The unit tests on Gradescope can help provide scaffolding for your functions, and you should write your own main function to test different parts of your MyString class. Try to use automated testing (e.g. expect foo(arg) to be value → if (foo(arg) != value) { /\* fail \*/ } )
4. Go through the Implementation Details below to review the functions you will implement. You will be able to find all the functions that are called by searching for these comments in the starter code: // MyString: <function that is called>
   1. Before you can compile, **you must write at least** the function declarations and function definitions that return some value of the expected type for non-void functions.
   2. Once you have the basic setup of your class, even though it may be incomplete, you can start using local testing and Gradescope to test your code.
5. Repeat the process of writing tests, implementing, testing, and submitting to incrementally develop a functionally correct MyString class.

# Implementation Details

For this assignment, you will be writing a custom MyString class from scratch. It is based on the C++ string object, so we will be referencing the [CPlusPlus.com’s string reference](http://www.cplusplus.com/reference/string/string/) extensively!

Note that on some reference pages, there will be multiple versions of C++ listed. You can pick the most recent standard available since we are compiling against C++17. For example, the image below shows options for C++98 and C++11, with version 11 highlighted.

![A view of tabs with multiple C++ versions and C++11, the most recent one, is selected.](data:image/png;base64,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)

## General Suggestions

* A good first step is to **read the provided test rover files**. Inside each file, there is a comment of the form “// MyString: …” which tells which operation will need to be implemented to make that part of the code work.
* When you start writing your class, remember to implement **header guards** in order to avoid compiler errors tied to repeat includes.
* The following would be a good command line to start compiling. You need to have declarations and at least a definition for each function, even if it doesn’t do anything, before it will compile.

| g++ -std=c++17 -g -Wall -Wextra -pedantic-errors -Weffc++ -Wno-unused-parameter -fsanitize=undefined,address RoverTest.cpp Rover.cpp MyString.cpp |
| --- |

## MyString private members

The most important part of your custom MyString object will be its data. Recall that strings are essentially dynamic character arrays that also track their size and capacity. You will want to write your MyString class with private members to hold this information.

Because this part is not directly tested, you will need to implement this to a certain extent yourself. If you find yourself struggling with this part, start slowly by reviewing the key concepts you know:

How do you define a class named MyString?

How can you define private members to hold the size and capacity inside the new class?

What about the character array? Remember you’ll need it to be a pointer since you want to dynamically allocate and deallocate the data on the heap based on the string’s size.

Also, remember that our string object is essentially a c-string on the inside, just with additional members to track size and capacity and perform some operations. You may want to review the c-string lab or your lecture notes on the subject. **The key thing to recall is that the character array ends with a null terminator: ‘\0’**

## MyString public members

You can find comments in the files of which functions and parameters you must implement. Below, we list the functions belonging to the original C++ object that we will require in testing your new MyString object, and these are necessary for the provided runner to work.

Note that we are using the name given by CPlusPlus.com at the top next to the function signatures. Furthermore, keep in mind that references to “string” datatype will have to use your “MyString” datatype instead.

[string](http://www.cplusplus.com/reference/string/string/) reference

* [(constructors)](http://www.cplusplus.com/reference/string/string/string/)
  + default (1)
  + copy (2)
  + from c-string (4)
* [(destructor)](http://www.cplusplus.com/reference/string/string/~string/)
* [resize](http://www.cplusplus.com/reference/string/string/resize/):
  + Top one only: void resize (size\_t n);
  + This one isn’t tested explicitly but is necessary to support many other operations
* [capacity](http://www.cplusplus.com/reference/string/string/capacity/)
  + This one isn’t tested explicitly but is used by resize operations. It tracks the current size of the internal array
* [size](http://www.cplusplus.com/reference/string/string/size/)
  + Size is the current number of elements in the array
* [length](http://www.cplusplus.com/reference/string/string/length/)
* [data](http://www.cplusplus.com/reference/string/string/data/)
  + This function returns the internal character array’s reference because it is actually a c-string on the inside, so remember the null terminator
* [empty](http://www.cplusplus.com/reference/string/string/empty/)
* [front](http://www.cplusplus.com/reference/string/string/front/)
  + Second one only: const char& front() const;
* [at](http://www.cplusplus.com/reference/string/string/at/)
  + Second one only: const char& at (size\_t pos) const;
  + Remember to do bounds checking and throw the exception if out of bounds
* [clear](http://www.cplusplus.com/reference/string/string/clear/)
* [operator<<](http://www.cplusplus.com/reference/string/string/operator%3C%3C/)
* [operator=](http://www.cplusplus.com/reference/string/string/operator=/)
  + string (1)
* [operator+=](http://www.cplusplus.com/reference/string/string/operator+=/)
  + string (1)
* [find](http://www.cplusplus.com/reference/string/string/find/)
  + string(1)
  + If a start index isn’t passed, you search from the beginning of the string, but if one is passed, you only search at and after that index in the string
    - Consider using a [default parameter](https://en.cppreference.com/w/cpp/language/default_arguments) for the position rather than overloading the find() function name
  + The specification says to return npos if not found, but you may just return -1 if not found; they are effectively the same

You can implement the following functions for **extra credit**:

* [operator==](http://www.cplusplus.com/reference/string/string/operators/)
  + (1) (top one only)
* [operator+](http://www.cplusplus.com/reference/string/string/operator+/)
  + string (1) (top one only)

These helpers were **already provided**:

* [operator>>](http://www.cplusplus.com/reference/string/string/operator%3E%3E/)
  + Our provided implementation isn’t exactly the same as operator>> for the standard string class, but it does the main operation of consuming (but not saving) whitespace.
* [stoi](http://www.cplusplus.com/reference/string/stoi/)
  + We only include a base 10 conversion, but this one is interesting because you should recognize it as essentially the reverse of number slicing.

# Testing

**You should test locally!** Not only are you provided an implemented main, but you can write your own to perform smaller tests on specific functions, like constructors.

RoverTest.cpp is a program that reads a text file with sample commands and SMILES strings. The commands are:

SCAN - save the string to the internal saved SMILES

PRINT - print the saved SMILES string

READ - read a specific index of a SMILES string

JOIN - append the SMILES string from the file to the one saved in memory

CLEAR - clear the string

TEST - append the SMILES string but don’t save, just returns the result

FIND - search for the SMILES compound within the one saved in memory

## Sample command file input

| SCAN C1=C(C(C=C(C1O)Cl)O)Cl  JOIN [NH4+]  PRINT  CLEAR  JOIN N+(C1=CC)  PRINT  TEST (COP(=O)(O)OP(=O)  FIND CC |
| --- |

## Corresponding output

| C1=C(C(C=C(C1O)Cl)O)Cl[NH4+]  N+(C1=CC)  N+(C1=CC)(COP(=O)(O)OP(=O)  CC was found |
| --- |

**All the logic for this is provided!** You need only to implement the underlying MyString object to make the program work.

# Allowed Includes

It is important that you implement your own MyString object from scratch: a dynamic character array in the style of c-strings (that is, null terminated) with size and capacity tracking and the specified methods.

The allowed includes are: **iostream**, fstream, tuple, limits, stdexcept, MyString.h, Rover.h. Make sure you are using iostream in your MyString header since it includes important defines (like size\_t) and will help you do local debugging with cout statements.

**You must pass the Approved Includes test case**.